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Find the minimum value in an
array of integer numbers

Suppose that we are given the problem P = “Find minimum in “n” given
numbers.”

The fastest sequential algorithm for finding the minimum number is :
Min = a,
Index =0
for (I=1;1<n-1; i++)
If(Min > a))
{
Min = g,
Index =1
}
Teeq(n) = O(N)
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My=aq M;=a, M,=a, Ms=a, M,=a, Ms=a; Mg=ag M. =a,
Index, =0 Index, = 1 Index, =2 Index; =3 Index, = 4 Index; = 5 Index, = 6 Index, =7
if(My>M,) if(M,>M,) if(M,>M;) if(M>M,)
{Mg =M, {M, =M, {M, =M, Mg =M,
Ind, = Ind, } Ind, = Ind.} Ind, = Ind.} Ind, = Ind.}
i=1
if(My>M,) if(M,>M)
My =M, M, = Mg
Ind, = Ind,} Ind, = Ind.}




Find the minimum value in an
array of integer numbers

For () = O j <n;j++)do parallel
= a
mofex =

For i1 =0toi<log(n) do |
For(j=0;j<n;j+=20*1)) do in parallel

If(M; > M;.5)
1
M; = M,
|ndex = Index;,,
}
Min = M,
Index = Index,



Find the minimum value in an
array of integer numbers

In general, instances of size n of P can be solved In
parallel time T, = O(logn)

speedup Is S(N) = Tgq(N) / Tper(n) = O( n/logn ).
Cost C(n) = n*O(logn) = O(nlogn)
E(n) = Tgqy(n) / C(n) = O(n / (nlogn)) = O(L/logn) <1




Reducing the Processors Number to
Reach to More Efficient Parallel
Algorithm

E,(n) = C4(n)/C,(n) =1
C(n)/C,(n) =1
1*Ty(n) = p*Ty(n)

l

Cy(n) = C,(n)
p = Ty(n)/Ty(n)

l

In the summation problem:
p = T(n)/T,(n) = n/log(n)
p = n/log(n)



M,=min(a,,a,,a,,as) M,=min(a,,as,ag,a) M,=min(ag,aq,a,4,314) M,=min(a,,a;3,314,315)

L L |
oo, =
Mo =M, {M, =M,
Ind, = Ind,} Ind, = Ind,}
i=1
if(My>M,)
My =M,
Ind, = Ind,}




More Efficient Algorithm

For (j =0;j<n/log(n) ; j ++ )do parallel
M; =2 juiog(n)

INdeX; = jx09(n)

For k = ((j*log(n))+1) to k < ((j+1)*log(n)) do
if(M; > a,)
{
M; = a,
index; = index

}

For i = 0 to i<log(n/log(n)) do
For (j=0;j<n;j+=20*D)do in parallel
if(M; > M,,.,")
{

M; = M.,
index; = index;,,'




More Efficient Algorithm

In general, instances of size n of P can be solved In
parallel time T, = O(logn) with number of
processors equals p = n/log(n)

speedup Is S(n) = Tg,(N) / Tpa(n) = O( n/logn ).
Cost C(n) = (n/log(n))*O(logn) = O(n)
E(n) = Tgqy(n) /C(n) =0(n/n) =1




Search for a key value in an
array of integer numbers

Suppose that we are given the problem P = “search for a key value x in “n
given numbers.”

The fastest sequential algorithm for finding x in the array is :
Index =-1//can be replaced by size of array + 1 to find minimum

for (1=0;1<n-1; i1++)

If(a; == X)
Index = i
break:

}

If(Index !=-1 )then the number is found in the position = index
Else the number is not found

T“I‘nl = O‘nl



Ind, = 15 Ind, =15 Ind, =15 Ind; =15
|nd0=5earch(ao’al’az’as) Ind1=search(a4,a5,a6,a7) Ind2=search(ag,ag,alo,an) Ind3=search(alz,a13,a14,a15)

if(Indy>Ind,) if(Ind,>Ind,)
{Ind, = Ind,} {Ind, = Ind}

if(Indy>Ind,)
{Ind, = Ind,}




Efficient Search Algorithm

For (j =0;j <n/log(n) ; j ++ )do parallel
index; = n

For k = (j*log(n) to k < ((j+1)*log(n)) do

if(a, == X)

{
index; = k
break

b

For i =0 to i<log(n/log(n)) do
For (j=0;j<n;j+=20*D)do in parallel
if(index; > index;,,")

{

index; = index;,,'

Index = index,

If(Index !'= -1 )then the number is found in the position = index

Else the number is not found
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Search Algorithm

In general, instances of size n of P can be solved In
parallel time T, = O(logn) with number of
processors equals p = n/log(n)

speedup Is S(n) = Tg,(N) / Tpa(n) = O( n/logn ).
Cost C(n) = (n/log(n))*O(logn) = O(n)
E(n) = Tgqy(n) /C(n) =0(n/n) =1







